Facilitybe’s .xhtml file has entityActionBean.save(contextBean)- > -> EntityActionsBean.class-> click on save(entity, DefaultConfirm.class); -> EntityService.class-> click on dao.save(entity); -> HibernateDAO.class

1. Facilitybe’s .xhtml file

<p:commandButton value=*"#{label.save}"* image=*"ui-icon-disk"*

action=*"#{entityActionsBean.save(ctxBean)}"* rendered=*"#{ctxPage.isInStdPage() and pageAuthorization.allowed('facilityBE\_crud.saveEntityBtn','facilityBE:',webContext,'edit','R')}"* id=*"saveEntityBtn"* title=*"#{label.save}"*immediate=*"false"*

ajax=*"true"* global=*"false"* onstart=*"pageSubmitAjaxStart();"* onerror=*"pageSubmitAjaxError();"* update=*":pageHeaderForm:sessionDirtyFlagId @form :page\_messages :ajax-complete :growl"*> </p:commandButton>

1. *entityActionsBean.class*

**private** EntityService entityService;

**public** **void** save(EntityBean entityBean) {

// Validating the Entity before saving

EntityContextEntry entry = entityContext.peek();

saveEntity(entityBean, **false**, **true**);

}

**public** **boolean** saveEntity(EntityBean entityBean, **final** **boolean** close, **boolean** confirm) {

BaseDataObject entity = (BaseDataObject) entityBean.getEntity();

conversationSessionDirtyHolder.setSessionDirty(**false**);

**try** {

// Embeddable entities do not extend BaseDataObject

/\*if (entity instanceof BaseDataObject) {

entityService.validate((BaseDataObject) entity);

}\*/

// **TODO** Triggering validations for Embeddable type

**if** (confirm) {

entityService.save(entity, DefaultConfirm.**class**);

} **else** {

entityService.save(entity);

}

entityService.flush();

cleanUpCache();

**if** (close) {

**if** (Conversation.*instance*().isNested()) {

ConversationCallbackValue callbackValue = (ConversationCallbackValue) Component.*getInstance*(

"conversationCallbackValue");

callbackValue.setValue(Conversation.*instance*().getParentId(), entity);

}

doneEntity(**true**);

}

**if** (SeamUtils.*getCodifyMessageBean*().containsErrorMsg()) {

addFailureMessage("save", entityBean.getEname());

**return** **false**;

} **else** {

addSuccessMessage("save", entityBean.getEname());

**return** **true**;

}

} **catch** (ConfirmationException ce) {

Iterator iter = ce.getConstraintValidations().iterator();

StringBuilder messageBuilder = **new** StringBuilder();

**while** (iter.hasNext()) {

ConstraintViolation violation = (ConstraintViolation) iter.next();

messageBuilder = messageBuilder.append(violation.getMessage()).append(" ");

}

UIComponent component = FacesContext.*getCurrentInstance*().getViewRoot().findComponent(

"entityForm:confirmDialogButton");

**if** ((component != **null**) && (component **instanceof** CommandButton)) {

CommandButton cb = (CommandButton) component;

List<ClientBehavior> behaviors = cb.getClientBehaviors().get("click");

**if** ((behaviors != **null**) && (behaviors.size() > 0)) {

**for** (ClientBehavior behavior : behaviors) {

**if** (behavior **instanceof** CodifyConfirmBehavior) {

((CodifyConfirmBehavior) behavior).setMessage(messageBuilder.toString());

}

}

}

}

entityBean.setActionCallback(**new** DynamicActionCallback() {

@Override **public** **void** doAction(EntityActionsBean entityActionsBean, Object obj) {

entityActionsBean.saveConfirmed((EntityBean) obj, close);

}

});

RequestContext context = RequestContext.*getCurrentInstance*();

context.update("entityForm:confirmButton\_panel");

context.execute("PF('confirmButton').jq.click();");

} **catch** (ValidationException ve) {

processConstraintViolations(ve.getConstraintValidations());

*LOG*.info("Validation failure for entity:" + entity.getClass());

} **catch** (ConstraintViolationException cve) {

processConstraintViolations(cve.getConstraintViolations());

*LOG*.info("Validation failure for entity:" + entity.getClass());

}

addFailureMessage("save", entityBean.getEname());

**return** **false**;

}

1. **EntityService.class**

@Transactional(

readOnly = **false**,

noRollbackFor = { ValidationException.**class** }

)

**public** Long save(ENTITY entity, Class confirmationGroup) **throws** DataAccessException {

**if** (*LOG*.isInfoEnabled()) {

*LOG*.info(String.*format*("Executing EntityService.save: %s", entity.toShortString()));

}

sequenceProcessor.parseEntity(entity);

// this.validate(entity);

**return** dao.save(entity);

}

1. HibernateDAO.class

/\*\*

\* **@author** Suren Krishnamurthy

\* **@author** Anil Babu

\* **@see** HibernateTemplate

\*/

//@Repository

//@Configurable

**public** **class** HibernateDAO **extends** HibernateDaoSupport {

**protected** **final** Log log = LogFactory.*getLog*(getClass());

// A hack to bypass seamManagedSessionFactory, which creates a proxy (typically, in case of webapps).

// This is to be used in cases where sessionFactory injected is seamManaged, but we need to

// the underlying session factory directly.

**protected** SessionFactory springSessionFactory;

@Autowired

**protected** TagService tagService;

**public** Long save(Object entity) **throws** DataAccessException {

**return** (Long) getHibernateTemplate().save(entity);

}

**public** List find(String queryString, Object value) throws DataAccessException {

**return** getHibernateTemplate().find(queryString, value);

}

**public** List find(String queryString, Object[] values) **throws** DataAccessException {

**return** getHibernateTemplate().find(queryString, values);

}

**public** List find(String queryString) **throws** DataAccessException {

**return** getHibernateTemplate().find(queryString);

}

**By extending DaoSupport or directly instantiating HibernateTemplate ( with Autowiring Spring DI) we can perform DB related task**

// Compiled from HibernateDaoSupport.java (version 1.5 : 49.0, super bit)

public abstract class org.springframework.orm.hibernate3.support.HibernateDaoSupport extends org.springframework.dao.support.DaoSupport {

// Field descriptor #6 Lorg/springframework/orm/hibernate3/HibernateTemplate;

private org.springframework.orm.hibernate3.HibernateTemplate hibernateTemplate;

http://www.javatpoint.com/hibernate-and-spring-integration

Hibernate and Spring Integration

We can simply integrate **hibernate application with spring application**.

In hibernate framework, we provide all the database information in hibernate.cfg.xml file.

But if we are going to integrate the hibernate application with spring, we don't need to create the hibernate.cfg.xml file. We can provide all the information in the applicationContext.xml file.

Advantage of Spring framework with hibernate

The Spring framework provides **HibernateTemplate** class, so you don't need to follow so many steps like create Configuration, BuildSessionFactory, Session, beginning and committing transaction etc. So **it saves a lot of code**. **Understanding problem without using spring:** Let's understand it by the code of hibernate given below:

//creating configuration

Configuration cfg=**new** Configuration();

cfg.configure("hibernate.cfg.xml");

//creating seession factory object

SessionFactory factory=cfg.buildSessionFactory();

//creating session object

Session session=factory.openSession();

//creating transaction object

Transaction t=session.beginTransaction();

Employee e1=**new** Employee(111,"arun",40000);

session.persist(e1);//persisting the object

t.commit();//transaction is commited

session.close();

As you can see in the code of sole hibernate, you have to follow so many steps.

**Solution by using HibernateTemplate class of Spring Framework:**

Now, you don't need to follow so many steps. You can simply write this:

1. Employee e1=**new** Employee(111,"arun",40000);
2. hibernateTemplate.save(e1);

Methods of HibernateTemplate class

Let's see a list of commonly used methods of HibernateTemplate class.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | void persist(Object entity) | persists the given object. |
| 2) | Serializable save(Object entity) | persists the given object and returns id. |
| 3) | void saveOrUpdate(Object entity) | persists or updates the given object. If id is found, it updates the record otherwise saves the record. |
| 4) | void update(Object entity) | updates the given object. |
| 5) | void delete(Object entity) | deletes the given object on the basis of id. |
| 6) | Object get(Class entityClass, Serializable id) | returns the persistent object on the basis of given id. |
| 7) | Object load(Class entityClass, Serializable id) | returns the persistent object on the basis of given id. |
| 8) | List loadAll(Class entityClass) | returns the all the persistent objects. |

Steps

Let's see what are the simple steps for hibernate and spring integration:

1. **create table in the database** It is optional.
2. **create applicationContext.xml file** It contains information of DataSource, SessionFactory etc.
3. **create Employee.java file** It is the persistent class
4. **create employee.hbm.xml file** It is the mapping file.
5. **create EmployeeDao.java file** It is the dao class that uses HibernateTemplate.
6. **create InsertTest.java file** It calls methods of EmployeeDao class.

Example of Hibernate and spring integration

In this example, we are going to integrate the hibernate application with spring. Let's see the **directory structure** of spring and hibernate example.
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**1) create the table in the database**

In this example, we are using the Oracle as the database, but you may use any database. Let's create the table in the oracle database

1. CREATE TABLE  "EMP558"
2. (    "ID" NUMBER(10,0) NOT NULL ENABLE,
3. "NAME" VARCHAR2(255 CHAR),
4. "SALARY" FLOAT(126),
5. PRIMARY KEY ("ID") ENABLE
6. )
7. /

**2) Employee.java**

It is a simple POJO class. Here it works as the persistent class for hibernate.

1. **package** com.javatpoint;
3. **public** **class** Employee {
4. **private** **int** id;
5. **private** String name;
6. **private** **float** salary;
8. //getters and setters
10. }

**3) employee.hbm.xml**

This mapping file contains all the information of the persistent class.

1. <?xml version='1.0' encoding='UTF-8'?>
2. <!DOCTYPE hibernate-mapping PUBLIC
3. "-//Hibernate/Hibernate Mapping DTD 3.0//EN"
4. "http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd">
6. <hibernate-mapping>
7. <**class** name="com.javatpoint.Employee" table="emp558">
8. <id name="id">
9. <generator **class**="assigned"></generator>
10. </id>
12. <property name="name"></property>
13. <property name="salary"></property>
14. </**class**>
16. </hibernate-mapping>

**4) EmployeeDao.java**

It is a java class that uses the **HibernateTemplate** class method to persist the object of Employee class.

1. **package** com.javatpoint;
2. **import** org.springframework.orm.hibernate3.HibernateTemplate;
3. **import** java.util.\*;
4. **public** **class** EmployeeDao {
5. HibernateTemplate template;
6. **public** **void** setTemplate(HibernateTemplate template) {
7. **this**.template = template;
8. }
9. //method to save employee
10. **public** **void** saveEmployee(Employee e){
11. template.save(e);
12. }
13. //method to update employee
14. **public** **void** updateEmployee(Employee e){
15. template.update(e);
16. }
17. //method to delete employee
18. **public** **void** deleteEmployee(Employee e){
19. template.delete(e);
20. }
21. //method to return one employee of given id
22. **public** Employee getById(**int** id){
23. Employee e=(Employee)template.get(Employee.**class**,id);
24. **return** e;
25. }
26. //method to return all employees
27. **public** List<Employee> getEmployees(){
28. List<Employee> list=**new** ArrayList<Employee>();
29. list=template.loadAll(Employee.**class**);
30. **return** list;
31. }
32. }

**5) applicationContext.xml**

In this file, we are providing all the informations of the database in the **BasicDataSource** object. This object is used in the**LocalSessionFactoryBean** class object, containing some other informations such as mappingResources and hibernateProperties. The object of **LocalSessionFactoryBean** class is used in the HibernateTemplate class. Let's see the code of applicationContext.xml file.

![hibernate template](data:image/png;base64,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)

*File: applicationContext.xml*

1. <?xml version="1.0" encoding="UTF-8"?>
2. <beans
3. xmlns="http://www.springframework.org/schema/beans"
4. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
5. xmlns:p="http://www.springframework.org/schema/p"
6. xsi:schemaLocation="http://www.springframework.org/schema/beans
7. http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">

10. <bean id="dataSource" **class**="org.apache.commons.dbcp.BasicDataSource">
11. <property name="driverClassName"  value="oracle.jdbc.driver.OracleDriver"></property>
12. <property name="url" value="jdbc:oracle:thin:@localhost:1521:xe"></property>
13. <property name="username" value="system"></property>
14. <property name="password" value="oracle"></property>
15. </bean>
17. <bean id="mysessionFactory"  **class**="org.springframework.orm.hibernate3.LocalSessionFactoryBean">
18. <property name="dataSource" ref="dataSource"></property>
20. <property name="mappingResources">
21. <list>
22. <value>employee.hbm.xml</value>
23. </list>
24. </property>
26. <property name="hibernateProperties">
27. <props>
28. <prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>
29. <prop key="hibernate.hbm2ddl.auto">update</prop>
30. <prop key="hibernate.show\_sql">**true**</prop>
32. </props>
33. </property>
34. </bean>
36. <bean id="template" **class**="org.springframework.orm.hibernate3.HibernateTemplate">
37. <property name="sessionFactory" ref="mysessionFactory"></property>
38. </bean>
40. <bean id="d" **class**="com.javatpoint.EmployeeDao">
41. <property name="template" ref="template"></property>
42. </bean>

45. </beans>

**6) InsertTest.java**

This class uses the EmployeeDao class object and calls its saveEmployee method by passing the object of Employee class.

1. **package** com.javatpoint;
2. **import** org.springframework.beans.factory.BeanFactory;
3. **import** org.springframework.beans.factory.xml.XmlBeanFactory;
4. **import** org.springframework.core.io.ClassPathResource;
5. **import** org.springframework.core.io.Resource;
6. **public** **class** InsertTest {
7. **public** **static** **void** main(String[] args) {
8. Resource r=**new** ClassPathResource("applicationContext.xml");
9. BeanFactory factory=**new** XmlBeanFactory(r);
11. EmployeeDao dao=(EmployeeDao)factory.getBean("d");
13. Employee e=**new** Employee();
14. e.setId(114);
15. e.setName("varun");
16. e.setSalary(50000);
18. dao.saveEmployee(e);  }}

Now, if you see the table in the oracle database, record is inserted successfully.

[download this example (developed using MyEclipse IDE)](http://www.javatpoint.com/src/hb/sphbinteg.zip)

Enabling automatic table creation, showing sql queries etc.

You can enable many hibernate properties like automatic table creation by hbm2ddl.auto etc. in applicationContext.xml file. Let's see the code:

1. <property name="hibernateProperties">
2. <props>
3. <prop key="hibernate.dialect">org.hibernate.dialect.Oracle9Dialect</prop>
4. <prop key="hibernate.hbm2ddl.auto">update</prop>
5. <prop key="hibernate.show\_sql">**true**</prop>
7. </props>

If you write this code, you don't need to create table because table will be created automatically.

|  |  |
| --- | --- |
|  | **Why HibernateTemplate isn't recommended?**  Because its main goal was to get a Hibernate session tied to the current Spring transaction, when SessionFactory.getCurrentSession() didn't exist. Since it now exists (and for a long time: HibenateTemplate usage is discouraged even in the hibernate3 package), there is no reason to use this Spring-specific class instead of using SessionFactory.getCurrentSession() to get a session tied to the current Spring transaction.  If you use Spring, then you should use its declarative transaction management, which allows you to avoid opening, committing, closing and flushing. It's all done by Spring automatically:  @Autowired  private SessionFactory sessionFactory;  @Transactional  public void someMethod() {  // get the session for the current transaction:  Session session = sessionFactory.getCurrentSession();  // do things with the session (queries, merges, persists, etc.)  }  In the above example, a transaction will be started (if not already started) before the method invocation; A session will be created by Spring for the transaction, and the session will be automatically flushed before the commit of the transaction, that will be done by Spring automatically when the method returns. |

**ApplicationContext.xml**

<bean id=*"hibernateDAO"* class=*"com.thirdpillar.foundation.model.dao.HibernateDAO"*>

<property name=*"springSessionFactory"* ref=*"sessionFactory"* />

<property name=*"sessionFactory"* ref=*"seamSessionFactory"* />

<property name=*"flushModeName"* value=*"FLUSH\_NEVER"* />

<property name=*"allowCreate"* value=*"false"* />

<property name=*"checkWriteOperations"* value=*"false"* />

</bean>

**Spring Data JPA Tutorial** [www.javatpoint.com/spring-and-jpa-integration](http://www.javatpoint.com/spring-and-jpa-integration)

Spring Data JPA API provides JpaTemplate class to integrate spring application with JPA.

JPA (Java Persistent API) is the sun specification for persisting objects in the enterprise application. It is currently used as the replacement for complex entity beans.The implementation of JPA specification are provided by many vendors such as:

* Hibernate
* Toplink
* iBatis
* OpenJPA etc.

**Advantage of Spring JpaTemplate**

You don't need to write the before and after code for persisting, updating, deleting or searching object such as creating Persistence instance, creating EntityManagerFactory instance, creating EntityTransaction instance, creating EntityManager instance, commiting EntityTransaction instance and closing EntityManager.

So, it **save a lot of code**.

In this example, we are going to use hibernate for the implementation of JPA.

### Example of Spring and JPA Integration

Let's see the simple steps to integration spring application with JPA:

1. **create Account.java file**
2. **create Account.xml file**
3. **create AccountDao.java file**
4. **create persistence.xml file**
5. **create applicationContext.xml file**
6. **create AccountsClient.java file**

In this example, we are going to integrate the hibernate application with spring. Let's see the **directory structure** of jpa example with spring.
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**1) Account.java**

It is a simple POJO class.

1. **package** com.javatpoint;
3. **public** **class** Account {
4. **private** **int** accountNumber;
5. **private** String owner;
6. **private** **double** balance;
7. //no-arg and parameterized constructor
8. //getters and setters
9. }

**2) Account.xml**

This mapping file contains all the information of the persistent class.

1. <entity-mappings version="1.0"
2. xmlns="http://java.sun.com/xml/ns/persistence/orm"
3. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
4. xsi:schemaLocation="http://java.sun.com/xml/ns/persistence/orm
5. http://java.sun.com/xml/ns/persistence/orm\_1\_0.xsd ">
7. <entity **class**="com.javatpoint.Account">
8. <table name="account100"></table>
9. <attributes>
10. <id name="accountNumber">
11. <column name="accountnumber"/>
12. </id>
13. <basic name="owner">
14. <column name="owner"/>
15. </basic>
16. <basic name="balance">
17. <column name="balance"/>
18. </basic>
19. </attributes>
20. </entity>
21. </entity-mappings>

**3) AccountDao.java**

1. **package** com.javatpoint;
2. **import** java.util.List;
3. **import** org.springframework.orm.jpa.JpaTemplate;
4. **import** org.springframework.transaction.annotation.Transactional;
5. @Transactional
6. **public** **class** AccountsDao{
7. JpaTemplate template;
9. **public** **void** setTemplate(JpaTemplate template) {
10. **this**.template = template;
11. }
12. **public** **void** createAccount(**int** accountNumber,String owner,**double** balance){
13. Account account = **new** Account(accountNumber,owner,balance);
14. template.persist(account);
15. }
16. **public** **void** updateBalance(**int** accountNumber,**double** newBalance){
17. Account account = template.find(Account.**class**, accountNumber);
18. **if**(account != **null**){
19. account.setBalance(newBalance);
20. }
21. template.merge(account);
22. }
23. **public** **void** deleteAccount(**int** accountNumber){
24. Account account = template.find(Account.**class**, accountNumber);
25. **if**(account != **null**)
26. template.remove(account);
27. }
28. **public** List<Account> getAllAccounts(){
29. List<Account> accounts =template.find("select acc from Account acc");
30. **return** accounts;
31. }
32. }

**4) persistence.xml**

1. **<?xml** version="1.0" encoding="UTF-8"**?>**
2. **<persistence** xmlns="http://java.sun.com/xml/ns/persistence"
3. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
4. xsi:schemaLocation="http://java.sun.com/xml/ns/persistence
5. http://java.sun.com/xml/ns/persistence/persistence\_1\_0.xsd" version="1.0"**>**
7. **<persistence-unit** name="ForAccountsDB"**>**
8. **<mapping-file>**com/javatpoint/Account.xml**</mapping-file>**
9. **<class>**com.javatpoint.Account**</class>**
10. **</persistence-unit>**
11. **</persistence>**

**5) applicationContext.xml**

1. **<?xml** version="1.0" encoding="UTF-8"**?>**
2. **<beans** xmlns="http://www.springframework.org/schema/beans"
3. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
4. xmlns:tx="http://www.springframework.org/schema/tx"
5. xsi:schemaLocation="http://www.springframework.org/schema/beans
6. http://www.springframework.org/schema/beans/spring-beans-3.0.xsd
7. http://www.springframework.org/schema/tx
8. http://www.springframework.org/schema/tx/spring-tx-3.0.xsd"**>**
10. **<tx:annotation-driven** transaction-manager="jpaTxnManagerBean" proxy-target-class="true"**/>**
12. **<bean** id="dataSourceBean" class="org.springframework.jdbc.datasource.DriverManagerDataSource"**>**
13. **<property** name="driverClassName" value="oracle.jdbc.driver.OracleDriver"**></property>**
14. **<property** name="url" value="jdbc:oracle:thin:@localhost:1521:xe"**></property>**
15. **<property** name="username" value="system"**></property>**
16. **<property** name="password" value="oracle"**></property>**
17. **</bean>**
19. **<bean** id="hbAdapterBean" class="org.springframework.orm.jpa.vendor.HibernateJpaVendorAdapter"**>**
20. **<property** name="showSql" value="true"**></property>**
21. **<property** name="generateDdl" value="true"**></property>**
22. **<property** name="databasePlatform" value="org.hibernate.dialect.OracleDialect"**></property>**
23. **</bean>**
25. **<bean** id="emfBean" class="org.springframework.orm.jpa.LocalContainerEntityManagerFactoryBean"**>**
26. **<property** name="dataSource" ref="dataSourceBean"**></property>**
27. **<property** name="jpaVendorAdapter" ref="hbAdapterBean"**></property>**
28. **</bean>**
30. **<bean** id="jpaTemplateBean" class="org.springframework.orm.jpa.JpaTemplate"**>**
31. **<property** name="entityManagerFactory" ref="emfBean"**></property>**
32. **</bean>**
34. **<bean** id="accountsDaoBean" class="com.javatpoint.AccountsDao"**>**
35. **<property** name="template" ref="jpaTemplateBean"**></property>**
36. **</bean>**
37. **<bean** id="jpaTxnManagerBean" class="org.springframework.orm.jpa.JpaTransactionManager"**>**
38. **<property** name="entityManagerFactory" ref="emfBean"**></property>**
39. **</bean>**
41. **</beans>**

The **generateDdl** property will create the table automatically.

The **showSql** property will show the sql query on console.

**6) Accountsclient.java**

1. **package** com.javatpoint;
3. **import** java.util.List;
4. **import** org.springframework.context.ApplicationContext;
5. **import** org.springframework.context.support.ClassPathXmlApplicationContext;
6. **import** org.springframework.context.support.FileSystemXmlApplicationContext;
8. **public** **class** AccountsClient{
9. **public** **static** **void** main(String[] args){
10. ApplicationContext context = **new** ClassPathXmlApplicationContext("applicationContext.xml");
11. AccountsDao accountsDao = context.getBean("accountsDaoBean",AccountsDao.**class**);
13. accountsDao.createAccount(15, "Jai Kumar", 41000);
14. accountsDao.createAccount(20, "Rishi ", 35000);
15. System.out.println("Accounts created");
17. //accountsDao.updateBalance(20, 50000);
18. //System.out.println("Account balance updated");
19. /\*List<Account> accounts = accountsDao.getAllAccounts();
20. for (int i = 0; i < accounts.size(); i++) {
21. Account acc = accounts.get(i);
22. System.out.println(acc.getAccountNumber() + " : " + acc.getOwner() + " (" + acc.getBalance() + ")");
23. }\*/
24. //accountsDao.deleteAccount(111);
25. //System.out.println("Account deleted"); } }

#### Output

Hibernate: insert into account100 (balance, owner, accountnumber) values (?, ?, ?)

Hibernate: insert into account100 (balance, owner, accountnumber) values (?, ?, ?)

Accounts created

[download this example (developed using Myeclipse IDE)](http://www.javatpoint.com/src/sp/jpawithhb.zip)